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Abstract

This paper presents a fast method that computes deformations with fracturing of an

object using a hierarchical lattice. Our method allows numerically stable computation

based on so-called shape matching. During the simulation, the deformed shape of the

object and the condition of fracturing are used to determine the appropriate detail level

in the hierarchy of the lattices. Our method modifies the computation of the stiffness of

the object in different levels of the hierarchy so that the stiffness is maintained uniform

1



by introducing a stiffness parameter that does not depend on the hierarchy. By merging

the subdivided lattices, our method minimizes the increase of computational cost.

Keywords: interactive deformation, soft body, shape matching, fracturing
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Introduction

Physically-based simulations of deformations and fracturing can provide realistic anima-

tions of everyday materials such as cloth, skin of animals or human characters, and thus

have been actively studied since the pioneer work by Terzopoulos [1]. For interactive ap-

plications like games, however, a large number of existing techniques are not feasible due

to the lack of requirements, i.e., computational efficiency, robustness or controllability of

deformations.

To fulfill these requirements, Müller et al. [2] recently established a simple technique

called shape matching. Their approach approximates an object with a set of particles. The

particles are moved independently according to external forces, and then pulled to the opti-

mal positions that are found by calculating a rigid transformation that matches the original

configuration of particles to the current configuration. While this computation is derived

geometrically and not based on physical laws, it yields visually-plausible deformations effi-

ciently in a numerically-stable way. Shape matching is considered promising for the use in

entertainment as several researches extend this direction. Rivers and James [3] proposed a

method that utilizes a uniform lattice to accelerate the computation and to handle smoother

deformations than those of Müller et al. Steinemann et al. [4] introduced an adaptive lattice

to further accelerate shape matching and also used the lattice for dynamic level-of-detail

control.

Although the adaptive technique by Steinemann et al. offered a large contribution to
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improve the efficiency of shape matching, it has a problem that the results of deformations

by their method largely differs from those using a uniform lattice. This is because, in the

adaptive lattice, optimal positions calculated for consecutive levels are largely different,

which may prevent users from predictable parameter tuning. As for fracturing, their method

maintains connections between cells in the lattice in order to detect topological changes

and demonstrates explicit cutting of deformable objects. However, it does not provide a

mechanism to handle fracturing as the results of large deformations when using an adaptive

lattice.

In this paper, we present an adaptive shape matching technique that significantly alle-

viates the deformation artifacts of Steinemann et al.’s method. Our method adjusts the be-

haviors of deformations between different levels in an adaptive lattice with negligible cost.

As for fracturing, we offer an algorithm to adaptively subdivide the lattice to create com-

plex crack surfaces caused by large deformations. Excessively subdivided regions around

crack surfaces are merged in order to reduce the computational costs. This extension is quite

beneficial for maintaining deformations interactive even for a user session where complex

fracturing frequently occurs.

Related Work

Physically-based simulations of deformable objects have significantly advanced in the two

decades [1] in computer graphics. Representatives of physically-based methods are a mass-
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spring system and a finite element method (FEM). Mass-spring systems [1] are fast to com-

pute, easy to understand and implement and thus widely used, however, suffer from numer-

ical stability. More sophisticated approaches include FEMs. While FEMs and their variants

are well matured in material engineering, they are also introduced in the field of computer

graphics [5, 6, 7, 8, 9, 10, 11, 12]. There are also mesh-free formulations [2, 13, 14]. These

techniques simulate realistic deformations based on physically accurate computation, but are

performed offline due to the high computational costs. Müller et al. [15, 16] significantly

accelerated deformations based on a FEM using simplified formulation and a low-resolution

mesh. It is worth mentioning that they also handled fracturing that occurs as a result of ex-

treme deformations in real time, however, the rough crack surfaces due to the low-resolution

mesh yields poor visual quality. Please refer to [17] for more details on the recent advances

in physically-based techniques.

Müller et al. [2] proposed a deformation technique called shape matching, targeting

at interactive applications such as games and surgical simulations. The shape matching

technique approximates an object with a set of particles, and thus this technique can be

categorized into mesh-less methods. While this computation is not based on physical laws,

it is fast and numerically stable, and yields visually plausible deformations. In the next

section, we introduce the algorithm of shape matching as well as its variants [3, 4] because

they form the basis of our method.
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Deformation through Shape Matching

Our method is based on shape matching because it is fast and numerically stable under all

conditions, and thus suitable for interactive applications. The following sections explain the

concept of shape matching and discuss the possible problems.

Point-based Deformation Through Shape Matching

Here we explain the fundamental algorithm of shape matching proposed by Müller et al. [2].

Their method approximates an object with a set of particles. In each time step, the particles

are moved independently according to external forces, and then pulled to the positions of a

certain shape called the goal shape (see Figure 1 (a)). The goal shape is found by assuming

the object were a rigid body and by aligning the particles with their original positions. This

computation is similar to the iterative closest point (ICP) algorithm [18] in the computer

vision community. Specifically, a rotation matrix R and the translation vectors are computed

to minimize the sum of the squared distances of each node i (i = 0, 1, 2, · · · ) between the

initial position x0
i and the current position xi. The translation vectors are given as centers

of mass, i.e., xcm =
∑

i mixi/
∑

i mi and x0
cm =

∑
i mix

0
i /

∑
i mi. Concerning with the

rotation matrix R, first, a matrix A that contains both scaling and rotation is calculated:

A = (
∑

i

mipiq
T
i )(

∑

i

miqiq
T
i )−1, (1)

where mi is mass of each node i, pi = xi − xcm and qi = x0
i − x0

cm. The rotation matrix

R can be found via polar decomposition A = RS, where S is the scaling part of the matrix
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A. The goal position gi of each node i is then computed as

gi = R(x0
i − x0

cm) + xcm, (2)

and the velocity vi and the position xi of each node i can be decided as

vi(t + h) = vi(t) + α
gi(t) − xi(t)

h
+ h

fext(t)

mi

, (3)

xi(t + h) = xi(t) + hvi(t + h), (4)

where t is the present time, h is the interval of a time step, fext is an external force and

α (0 < α ≤ 1) is a parameter that simulates stiffness.

Müller et al.’s method uses β (0 ≤ β < 1) to extend Equation (2) to

gi = (βA + (1 − β)R)(x0
i − x0

cm) + xcm. (5)

β controls the stiffness of the object; the object becomes soft if β is large while the object

becomes hard if β is small. However, their method is limited to simple deformations and

cannot handle complicated deformations. To alleviate this, Müller et al. also proposed the

use of clustering; dividing an object to some clusters, performing shape matching on each

cluster and then blending the deformations between clusters.

Lattice-based Deformation Through Shape Matching

Rivers and James proposed lattice shape matching (LSM) [3] to make the deformations

much smoother than the clustering results of Müller et al. Additionally, LSM can simulate

fracturing.
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The overview of LSM is as follows. First, LSM approximates an object with a uniform

lattice, and places nodes at the lattice points. The nodes are used as particles for shape

matching. LSM then makes a cubical cluster region for each node to smooth the behavior

of deformations. For each cluster region, LSM performs shape matching with regard to the

nodes in the cluster region.

The size of the cluster region is determined by w ∈ {1, 2, . . . }; the length of an edge of

the cluster region is 2w+1 (see Figure 1 (b)). w is used to control the stiffness of the object.

A problem of LSM is about its poor scalability. Because LSM uses a uniform lattice,

it suffers from high computational costs for representing complicated shapes or fine crack

surfaces.

Lattice-based Deformation Applying Adaptive Subdivision

Steinemann et al. [4] performed shape matching using an octree-based hierarchical data

structure instead of a uniform lattice. Their method can handle complicated objects effi-

ciently by adaptively and dynamically changing the subdivision levels of the lattice accord-

ing to the viewpoint or the state of deformations. However, the subdivision levels are not

dynamically changed in the case of fracturing, and thus their method is not so efficient for

fracturing. Even worse, it holds a problem that, when changing the subdivision levels, the

behavior of deformations changes because the goal positions are different between the levels

and the consistency between them is not considered.
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Proposed Method

Overview

Our method handles elastic objects in 3D, and deals with collisions, deformation and frac-

turing. Input objects are assumed to be represented by a polygonal mesh.

Our method simulates deformation and fracturing using an adaptively subdivided lat-

tice, preserves the stiffness of the object when the subdivision level of a lattice is changed

and enables visually more plausible animations of deformation and fracturing than previ-

ous methods. Our method consists of a preprocessing step and run-time computation of

deformation and fracturing, as described below.

Preprocessing

In preprocessing, our method creates an octree-based data structure. First, our method rep-

resents an object with a lattice at each subdivision level, and places nodes at the center of

mass of each lattice cell. Second, it creates an octree by establishing creating parent-child

relationships between nodes that are in equivalent positions at different subdivision levels.

Finally, at each subdivision level, if the mass mi of a node i exceeds a threshold, we select

the parent node and remove its children for the purposes of the deformation computation;

otherwise, the children nodes remain (see Figure 2 (a)).

A cluster for a node at the finest subdivision level is defined as a cubical region whose
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size is 2w + 1. The cluster for a parent node is defined as the union of all cluster regions of

its children. By repeating this process recursively, we can define a cluster region for each

node.

Deformation

Shape Matching Using an Adaptively Subdivided Lattice

Our method computes deformation through shape matching for each cluster region. How-

ever, a lattice cell does not always lie completely within a cluster region in the case of an

adaptively subdivided lattice, and Equation (1) needs to be modified as follows. If a lattice

cell whose center is node i is partially covered by a cluster region R, we recursively find

node i’s descendants that are completely within the region and compute the sum of their

mass mi,R. The matrix A in Equation (1) is then substituted by

A = (
∑

i∈R

mi,Rpiq
T
i )(

∑

i∈R

mi,Rqiq
T
i )−1, (6)

which uses mi,R instead of mi in Equation (1) (see Figure 2 (b)).

Stiffness Consistency when The Subdivision Level of Nodes are Changed

Steinemann et al.’s method [4] bears a problem that the behaviors of deformation differ

between different subdivision levels. This happens because the goal shapes of parent nodes

are different from those of their children and therefore inconsistent.
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Our method improves the consistency of the deformations before and after changing the

subdivision level of a node by using the parameter β (see Equation (5)), which controls the

stiffness of the object and is independent of the size of a cluster region. Each node’s goal

position gi is decided by Equation (5).

The Derivation of Appropriate β

To simplify the explanation, we show the derivation of the value of β in 1D. In this case, the

shape of the object is a segment and its data structure is a binary tree; each parent node has

two children.

We decide that the mass of a node at the smallest subdivision level is 1, the value of β

used for shape matching in the cluster region of this node is 0, the size of this cluster region

is w and the mass of a node i is mi. If the size of a cluster region is w, the length of a cluster

region corresponding to a node with the smallest subdivision level is 2w + 1 and the length

of a cluster region of its parent node is 2w + 2, because this region is the union of regions

of its children nodes (see Figure 3 (a)). Now, we assume that an object whose initial length

is 2w + 2, is deformed by an external force and its length is x (see Figure 3 (b)). Regarding

the two children nodes, the length of the initial shape of this object in a cluster region of one

child node is 2w + 1, and, after deformation, its length becomes (2w+1)x
2w+2

, and the position

of its center of mass is (2w+1)x
2(2w+2)

from the left end of this segment. If we match the cluster

region of the child node, whose length is 2w + 1, to this segment by fitting these centers of

mass, the position of the left end of this cluster region is (2w+1)x
4w+4

− 2w+1
2

= (2w+1)(x−2w−2)
4w+4
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from the left end of this segment (see Figure 3 (c)). Considering shape matching for another

child node, the total length of the goal shape is x − 2 × (2w+1)(x−2w−2)
4w+4

= x
2w+2

+ 2w + 1

(see Figure 3 (d)). In the case of the parent node, if we consider shape matching without

scaling using Equation (2), the length of its goal shape is 2w + 2 (see Figure 3 (e)). On the

contrary, if we use shape matching with scaling, the length of the goal shape of the parent

node is x (see Figure 3 (f)) and this case corresponds to shape matching using the following

equation: gi = A(x0
i −x0

cm)+xcm. To fit the result we integrate these two results at the rate

(1−β) : β; applying shape matching using Equation (5) to the result using the two children

nodes, we get the equation (1 − β)(2w + 2) + βx = x
2w+2

+ 2w + 1, from which we can

obtain the value of β;

β =
1

2w + 2
. (7)

β is determined only by w and is independent of the deformed shape x. The above is the

case of a node at the smallest subdivision level and its parent node. In the same way, we

calculate the value of β for nodes with coarser subdivision levels recursively, the value of β

of each node in 1D is defined as

β1D = 1 − 2w + 1

2w + mi

. (8)

From this 1D case and experiments, the value of β is defined as, in 2D,

β2D = 1 − (
2w + 1

2w +
√

mi

)2, (9)
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and in 3D,

β3D = 1 − (
2w + 1

2w + 3
√

mi

)3. (10)

Changing the Subdivision Level of Nodes

We explain the condition for changing the subdivision level of nodes. During shape match-

ing in each cluster region, the scaling matrix S is calculated via polar decomposition A =

RS. The diagonal components in the matrix S show the rate of magnification of the cluster

region along each axis. If these values exceed a threshold, the strain in this cluster region by

deformation is considered large and the node is replaced by its children nodes.

Fracturing

Fracturing is decided by the distance between two nodes neighboring each other at the small-

est subdivision level. The neighbor nodes are the 26 neighbors along three axes and diagonal

directions. When an object is fractured, crack surfaces are generated as follows. Suppose

that fracturing occurs between lattice cells li and lj that are neighbors each other, and crack

surfaces are generated between their adjacent faces fi and fj . The borders of these new

crack surfaces are not matched to polygonal meshes, therefore, our method uses Marching

Squares. See Figure 4 for an example of fracturing of a sphere. If the lattice cells are sim-

ply separated off, the boundary of the crack surfaces does not follow the object’s surface

(i.e., polygonal mesh), and the crack surfaces exhibit brick-like regular displacements of
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the lattice. To reform the boundary, our method uses Marching Squares; the boundary is

dertermined whether each vertex of fi and fj is inside or outside of the object and displaced

according to the distance to the object’s surface. To make the crack surfaces more plausible,

our method gives an offset to each vertex of fi and fj using Perlin Noise.

Merging Nodes

In our method, nodes that have a common parent are dynamically merged during fracturing

if the rates of magnification along each axis are below a threshold in order to reduce the

computational cost that increases with the number of nodes. Nodes to be merged are grouped

using connectivity information and then substituted with their parent node. Note that the

number of children for a parent node might be reduced by fracturing. If so, the position and

the mass of such a parent node are updated to the center of mass and the sum of mass of its

children nodes, respectively (see Figure 5 (a)). Even after merging, the crack surfaces can

be represented in detail because the vertex coordinates of crack surfaces are interpolated in

the cell of the parent node.

Results

The experiments in this paper were conducted on a PC with a Pentium 4 3.0GHz and 1.0GB

RAM, and the program was written with C++ and OpenGL. We show the results of the 3D

simulations of deformations and fracturing with collisions between other objects and the
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deformable object itself. For collision detection, our method allocates a sphere that centers

each node and has a radius proportional to the mass of the node, and detects sphere-sphere

collisions.

Figures 7 (a) - (c) show the results of the simulation with the Bunny model. Lattice cells

are dynamically subdivided if the distortions are large, separeted off if fracturing occurs,

and merged if the distortions become small. The number of nodes representing the Bunny is

2248 in LSM while 207 in our method. In addition, the computational time is 59 msec per

timestep in LSM while 3 msec per timestep in our method. That is, our method achieved

about 20 times speed up compared with LSM.

Figures 7 (d) - (i) show the results of the simulation uses the Elephant models. The

performance of this simulation are 45 fps with 5 objects, 14 fps with 10 objects and 7 fps

with 15 objects.

Comparing Deformations

In this section, we discuss the effect of stiffness control based on the parameter β. We com-

pare Steinemann et al.’s method and our method with regard to the accuracy of deformations

using a uniform lattice, i.e., LSM. Each simulation starts from the same initial condition.

The accuracy of deformations are calculated as the differences of coordinates of nodes, and

their averages and standard deviations are plotted. The coordinates are normalized so that

the longest diagonal length of the bounding box becomes 1.
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Figure 6 shows the results of freely-falling Glob models simulated by the three methods.

After 500 time steps (Figure 6(b)), the average and standard deviation are: 0.203 and 0.113

by Steinemann et al.’s method, 0.077 and 0.036 by our method, respectively. Compared with

Steinemann et al.’s method, our method yields approximately 1/3 averages and standard

deviations. Figure 6(c) shows the graph of the averages. As demonstrated in these results,

we conclude that our method is better in terms of numerical accuracy and the visual quality

than Steinemann et al.’s method.

Effect of Merging Nodes on Computational Cost

We show the effect to computational cost of merging nodes in the 3D simulation of fractur-

ing with and without merging where the Bunny model is fixed by its head and fractured by

the force of gravity (see Figures 7 (a) - (c)). Figure 5 (b) shows the graph of the computa-

tional cost, which is reduced by merging nodes.

Conclusion and Future Work

This paper has presented a fast simulation technique of deformation and fracturing based

on shape matching by representing objects with a hierarchical lattice, and has represented

crack surfaces in detail by applying adaptive subdivision. Our method has the following

three contributions: Our method

• does not change the stiffness of a deformable object, unlike Steinemann et al.’s method,
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when adaptive subdivision is applied,

• applies dynamic subdivision to fracturing objects considering the condition of defor-

mation and fracturing, and

• reduces computational cost by merging nodes if these distortions are little.

As for a limitation of our method, external forces are slowly propagated through a de-

formable object because, within a single time step, the external forces only affects the clus-

ter regions that contain particles pushed or pulled by the forces. Moreover, the deformation

methods based on shape matching do not account for the laws of physics; for example, the

volume of a deforming object is not preserved.

For future work, we would like to solve these problems without loss of the interactive

speed.
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(a)

(b)

w = 1 w = 2

Figure 1: 2D illustrations for shape matching and cluster regions: (a) A circle represents

a node and lines connecting circles represent the initial shape of the object. The left image

is the initial shape, and the middle image is the goal positions through shape matching.

The arrows in the right image is the restoration force added to each node towards the goal

shape. (b) An object is enclosed by a lattice and nodes are placed on those lattice points

(left). Note that, for 3D deformations by the methods of Steinemann et al. and ours, nodes

locate at centers of lattice cells, not at lattice points. A part surrounded by black thick lines

shows a cluster region. It becomes a 3 × 3 square region if w = 1 (middle) and a 5 × 5

square region if w = 2 (right).
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(a)

(b)

Figure 2: Adaptive subdivision of a deformable model: (a) First, we start that all nodes

are the finest subdivision level (left). If the mass of each node exceeds a threshold, we

change children nodes to this node. The (middle) image shows the result to change to nodes

at one time, and the (right) image shows the result to change to nodesat two times. (b)

The red square is a cluster region in question, the blue circles represent nodes and the black

squares are a lattice. If a part of a lattice is in a cluster region (left), the mass of a part of

the node in this cluster region are computed by checking its descendant (middle), and we

change the mass of the node in this cluster region to mi,R in Equation (6) (right).
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(a)

(b)

(c)

(d)

(e)

(f)

Figure 3: Modification of adaptive shape matching for consistency in a 1D example:

Blue circles show nodes and red bars show the goal shapes. Suppose that (a) a parent node

(left) and its two children nodes (right) are deformed so that (b) the length of the shape

becomes x. Without scaling, the length of the goal shape becomes (d) x/(2w + 2) + 2w +

1 when applying shape matching to (c) each child node, while it becomes 2w + 2 when

applying to (e) the parent node. We linearly blend the results (f) with and (e) without scaling

using an appropriate parameter β so that the length of the goal shape matches with (d) that

with the two children nodes. 22



(a) (b)

(c) (d)

(e) (f)

Figure 4: The process of creating crack surfaces: When (a) a sphere is (b) fractured,

crack surfaces are generated (c-f). (c, e) If the crack surfaces are represented with raw

lattice cells, the results look unnatural because of brick-like displacements. To improve the

visual plausibility, (d, f) we displace the surface using Perlin Noise.
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(a)

(b)

Figure 5: The illustrations of merging nodes and the graph of computational times:

(a) The red lines represent a lattice and the green points represent nodes. If we look at

nodes surrounding blue circles, the number of nodes is one before fracturing (left) and the

number of nodes is four and these are divided into two groups (middle). The nodes in

each group are then merged and substituted by a parent node (right). (b) In this graph, the

vertical axis shows computational time per time step and the horizontal axis shows the time

step. These computational costs are nearly equal before fracturing (80 time step). After

fracturing, simulation time without merging is about constantly 8 msec. On the contrary,

after fracturing, simulation time with merging temporarily increases to compute merging

nodes, but, after this, simulation time is about 4 msec.
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(a)

(b)

(c)

Figure 6: Comparison of deformation by each method: (a) From left, the object repre-

sented by polygonal meshes, a uniform lattice and an adaptively-subdivided lattice. The

green spheres represent nodes centering lattice cells. (b) From left, the results of LSM,

Steinemann et al.’s method and the proposed method. (c) At 320 time step, an object col-

lides with the ground and deforms, and after that, the difference becomes large. Our method

yields visually better deformation as the difference with respect to the result of LSM is

smaller than that of Steinemann et al.
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(a) No. of nodes: 207 (b) No. of nodes: 623 (c) No. of nodes: 343

(d) (e) (f)

(g) (h) (i)

Figure 7: Fracturing of 3D models: (a) - (c) The head (red) of the Bunny model is fixed,

and the model is fractured by the gravity. The results in the top row are rendered with

polygonal meshes while the images in the second row show show nodes (green spheres) and

lattices (red lines). (d) - (i) Fifteen Elephant models are fallen, collide with each other and

fractured. If an object touched the pink sphere in the middle, the touching part is fixed.
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